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**San Francisco Bay University**

**Python Programming**

**Homework Assignment #4**

**Due day: 8/6/2023**

**Instruction:**

1. **DON’T allow to call the functions from the existing library**
2. **Push the source code to Github platform**
3. **Please follow the code style rule like programs on handout.**
4. **Overdue homework submission could not be accepted.**

**4. Takes academic honesty and integrity seriously (Zero Tolerance of Cheating & Plagiarism)**

1. Write a function to check if the element exists or not in the linked list.

***def*** ***cntn\_link(s, elm):***

*"""Return True if elm is in the linked list s*

*>>> cntn\_link (link(1, link(2, link(3, empty))), 1)*

*True*

*>>> cntn\_link (link(1, link(2, link(3, empty))), 4)*

*False*

"""

**Program**

*def link(value, next\_link):*

*return [value, next\_link]*

*def cntn\_link(s, elm):*

*if s is None:*

*return False*

*elif s[0] == elm:*

*return True*

*else:*

*return cntn\_link(s[1], elm)*

*def main():*

*empty = None*

*result1 = cntn\_link(link(7, link(6, link(5, empty))), 6)*

*print(result1)*

*result2 = cntn\_link(link(3, link(2, link(1, empty))), 0)*

*print(result2)*

*if \_\_name\_\_ == "\_\_main\_\_":*

*main()*

**Result**

![A white rectangle with black text
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1. Create a function to print linked list as follows.

***def******prnt\_lnk(s):***

*"""*

*>>> prnt\_lnk ( link(1, link(2, link(3, link(4, empty)))) )*

*<1 2 3 4>*

*"""*

*Program*

*class Link:*

*def \_\_init\_\_(self, value, next=None):*

*self.value = value*

*self.next = next*

*def prnt\_lnk(s):*

*result = "<"*

*while s is not None:*

*result += str(s.value) + " "*

*s = s.next*

*result = result.strip() + ">"*

*print(result)*

*def link(value, next=None):*

*return Link(value, next)*

*empty = None*

*def main():*

*prnt\_lnk(link(7, link(8, link(2, link(0, empty)))))*

*if \_\_name\_\_ == "\_\_main\_\_":*

*main()*

*Result*

*![A white rectangular object with black text

Description automatically generated](data:image/png;base64,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)*

1. Implement a function to create a new linked list in the reverse order.

***def******rvrs\_lnk(s):***

*"""Return linked list reversed*

*>>> rvrs\_lnk (link(1, link(2, link(3, link(4, empty)))))*

*[4, [3, [2, [1, [ ] ]]]]*

*"""*

*Program*

*class Link:*

*def \_\_init\_\_(self, value, next=None):*

*self.value = value*

*self.next = next*

*def rvrs\_lnk(s):*

*def reverse\_helper(s, acc):*

*if s is None:*

*return acc*

*else:*

*return reverse\_helper(s.next, [s.value, acc])*

*return reverse\_helper(s, [])*

*def link(value, next=None):*

*return Link(value, next)*

*empty = None*

*def main():*

*reversed\_list = rvrs\_lnk(link(9, link(1, link(0, link(7, empty)))))*

*print(reversed\_list)*

*if \_\_name\_\_ == "\_\_main\_\_":*

*main()*

*Result*

*![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)*

1. Write a function *srt (lnk)* function, which returns True if the linked list *lnk* is sorted ascendingly from the left to right. If two adjacent elements are equal, the linked list can still be considered sorted.

***def*** ***srt (lnk):***

*""" if the linked list lnk is sorted, then return True*

*>>> lnk1 = link(1, link(2, link(3, link(4,empty))))*

*>>> srt (lnk1)*

*True*

*>>> lnk2 = link(1, link(3, link(2, link(4, link(5, empty)))))*

*>>> srt (lnk2)*

*False*

*>>> lnk3 = link(3, link(3, link(3, empty)))*

*>>> srt (lnk3)*

*True*

*"""*

***Program***

*def link(value, next\_link):*

*return [value, next\_link]*

*def srt(lnk):*

*if is\_empty(lnk) or is\_empty(rest(lnk)):*

*return True*

*elif first(lnk) <= first(rest(lnk)):*

*return srt(rest(lnk))*

*else:*

*return False*

*def is\_empty(s):*

*return s == []*

*def first(s):*

*return s[0]*

*def rest(s):*

*return s[1]*

*if \_\_name\_\_ == "\_\_main\_\_":*

*lnk1 = link(5, link(10, link(15, link(20, []))))*

*print(srt(lnk1))*

*lnk2 = link(7, link(3, link(8, link(5, link(10, [])))))*

*print(srt(lnk2))*

*lnk3 = link(3, link(3, link(6, [])))*

*print(srt(lnk3))*

***Result***

***![A white background with black text

Description automatically generated](data:image/png;base64,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)***

1. Write a function with arguments a linked list *lnk* and a function *g*, which is applied to each number in *lnk* and returns the sum. If the linked list is empty, the sum is *0*.

***def*** ***sum\_lnk(lnk, g):***

*"""Applies a function g to each element in lnk and returns the sum*

*of them*

*>>> sqr = lambda x: x \* x*

*>>> dbl = lambda y: 2 \* y*

*>>> lnk1 = link(1, link(2, link(3, link(4, empty))))*

*>>> sum\_lnk (lnk1, sqr)*

*30 # sqr(1) + sqr(2) + sqr(3) + sqr(4)*

*>>> lnk2 = link(3, link(5, link(4, link(6, empty))))*

*>>> sum\_lnk (lnk2, dbl)*

*36 # dbl(3)+ dbl(5)+ dbl(4)+ dbl(6)*

*"""*

***Program***

*def link(value, next\_link):*

*return [value, next\_link]*

*def sum\_lnk(lnk, g):*

*if is\_empty(lnk):*

*return 0*

*else:*

*return g(first(lnk)) + sum\_lnk(rest(lnk), g)*

*def is\_empty(s):*

*return s == []*

*def first(s):*

*return s[0]*

*def rest(s):*

*return s[1]*

*if \_\_name\_\_ == "\_\_main\_\_":*

*sqr = lambda x: x \* x*

*dbl = lambda y: 2 \* y*

*lnk1 = link(4, link(5, link(6, link(7, []))))*

*print(sum\_lnk(lnk1, sqr))*

*lnk2 = link(8, link(10, link(9, link(11, []))))*

*print(sum\_lnk(lnk2, dbl))*

***Result***
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Description automatically generated](data:image/png;base64,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)*

1. Define a function with input parameters a linked list, *lnk*, and two elements, *u* & *v*. The function returns linked list but with all elements of *u*substituted with *v*.

***def******change(lnk, u, v):***

*"""Returns a linked list matching lnk but with all elements of u replaced by v. If u does not appear in lnk, then return lnk*

*>>> l = link(1, link(2, link(3, empty)))*

*>>> n=change(l, 3, 1)*

*>>> n*

*[1, [2, [1, [ ] ]]]*

*>>> m=change(n, 1, 2)*

*>>> m*

*[2, [2, [2, [ ]]]]*

*>>> change(m, 5, 1)*

*[2, [2, [2, [ ]]]]*

*"*

***Program***

*# Define a linked list node*

*def link(value, next\_link):*

*return [value, next\_link]*

*def is\_empty(s):*

*return s == []*

*def first(s):*

*return s[0]*

*def rest(s):*

*return s[1]*

*def change(lnk, u, v):*

*if is\_empty(lnk):*

*return lnk*

*if first(lnk) == u:*

*return link(v, change(rest(lnk), u, v))*

*else:*

*return link(first(lnk), change(rest(lnk), u, v))*

*def convert\_to\_list(lnk):*

*def helper(lst):*

*if is\_empty(lst):*

*return []*

*else:*

*return [first(lst), helper(rest(lst))]*

*return helper(lnk)*

*if \_\_name\_\_ == "\_\_main\_\_":*

*l = link(2, link(4, link(6, [])))*

*n = change(l, 6, 2)*

*print(convert\_to\_list(n))*

*m = change(n, 2, 3)*

*print(convert\_to\_list(m))*

*result = change(m, 8, 1)*

*print(convert\_to\_list(result))*

*Result*
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1. Generate a function to append element to the end of linked list.

***def******apnd(lnk, m):***

*"""Adds the element m to the end of lnk  
  
 >>> l = link(1, link(2, link(3, empty)))  
 >>> n = apnd (l, 4) # n = [1, [2, [3, [4, [] ]]]]  
 >>> first(rest(rest(rest(n))))  
 4  
 """*

***Program***

***def link(value, next\_link):***

***return [value, next\_link]***

***def is\_empty(s):***

***return s == []***

***def first(s):***

***return s[0]***

***def rest(s):***

***return s[1]***

***def apnd(lnk, m):***

***if is\_empty(lnk):***

***return link(m, [])***

***else:***

***return link(first(lnk), apnd(rest(lnk), m))***

***def convert\_to\_list(lnk):***

***def helper(lst):***

***if is\_empty(lst):***

***return []***

***else:***

***return [first(lst), helper(rest(lst))]***

***return helper(lnk)***

***if \_\_name\_\_ == "\_\_main\_\_":***

***l = link(5, link(8, link(11, [])))***

***n = apnd(l, 14)***

***print(convert\_to\_list(n))***

***print(first(rest(rest(rest(n)))))***

***Result***
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1. Implement the insert function that creates a copy of the original list with an item inserted at the specific index. If the index is greater than the current length, you should insert the item at the end of the list.

***def******insrt(l, elm, ind):***

*"""*

*>>> l = link(11, link(12, link(13, empty)))*

*>>> n = insrt (l, 2021, 1)*

*>>> n*

*[11, [2021, [12, [13, [ ] ]]]]*

*>>> m = insrt(n, 2022, 20)*

*>>> m*

*[11 [2021 [12 [13 [2022, [ ] ]]]]]*

*"""*

***Program***

***def link(value, next\_link):***

***return [value, next\_link]***

***def is\_empty(s):***

***return s == []***

***def first(s):***

***return s[0]***

***def rest(s):***

***return s[1]***

***def insrt(l, elm, ind):***

***if ind == 0 or is\_empty(l):***

***return link(elm, l)***

***else:***

***return link(first(l), insrt(rest(l), elm, ind - 1))***

***def convert\_to\_list(lnk):***

***def helper(lst):***

***if is\_empty(lst):***

***return []***

***else:***

***return [first(lst), helper(rest(lst))]***

***return helper(lnk)***

***if \_\_name\_\_ == "\_\_main\_\_":***

***l = link(7, link(9, link(12, [])))***

***n = insrt(l, 2023, 2)***

***print(convert\_to\_list(n))***

***m = insrt(n, 2024, 0)***

***print(convert\_to\_list(m))***

***Result***
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Description automatically generated](data:image/png;base64,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)